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ABSTRACT

In many real-world problems, one needs to care about multiple
objectives. These objectives can be contradicting and, depending
on the decision maker, the different compromises will be ranked
differently. In this preliminary work, we propose a novel algorithm:
Pareto-DQN, that will estimate the Pareto front of complex environ-
ment, with a high-dimensional state-space. As a proof-of-concept,
we successfully apply our algorithm to the Deep-Sea-Treasure en-
vironment, a well known Multi-objective reinforcement learning
benchmark.
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1 INTRODUCTION

Many real-world decision problems require to cope with multiple,
possibly contradicting objectives. When investing in the stock mar-
ket, for example, one typically wants to execute a strategy that
will maximize profit, while at the same time incur no risk of losing
the investment. This is often not possible and, depending on the
decision maker, the relative importance of each objective varies. As
opposed to single-objective optimization, e.g., maximizing one’s
score on Atari’s Breakout game, no single best solution can be
found for these multi-objective problems. Instead, we deal with
a set of possible compromises. Each member of this set is called
non-dominated when no single objective can be improved without
harming the other ones. The set of all non-dominated solutions for
a particular problem is called the Pareto front.

In this paper, we will describe how we will estimate the Pareto
front for complex, high-dimensional multi-objective problems so
that it can be used by the decision maker to execute an informed
strategy.

A straightforward approach to multi-objective optimization is
to scalarize the different criteria, effectively reducing the problem
to a single-objective one. Most often, a weighted sum over the
objectives is used [1, 7, 8] but, as this only allow for solutions on
the convex parts of the Pareto front [2], non-linear scalarizations
have been investigated too [18]. As a downside, the weights of the
scalarization function need to be decided upon a priori to reflect
the type of solution desired. First of all these weights might not
reflect the true preference of the user. Moreover, this approach
suffers from instability, as a small change in weights might lead to
drastically different solutions [15].

Another method is to search for the Pareto front, and let the
decision maker choose its preferred solution a posteriori. This is
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preferred, as the solutions on the Pareto front directly capture the
trade-offs between the objectives. However, the downside of this
approach is that it comes at a higher computational cost.

One algorithm that directly tries to find the Pareto front is called
Pareto-Q-Learning (PQL) [19], and extends the classic Q-learning
algorithm [22]. However, like Q-learning, PQL can only perform in
an environment with a small-sized state-space. Currently, much of
the work done in Multi-Objective Reinforcement Learning has been
performed in a low-dimensional (although sometimes continuous)
state-space setting [5, 10, 12, 16, 21]. In contrast, single-objective
Reinforcement Learning is able to operate well in complex, high-
dimensional problems, sometimes exceeding human-level perfor-
mance [9, 13, 20]. The incorporation of Deep Learning techniques
as a means of scalability towards high-dimensional state-spaces
plays a major role to this success, with as one of the first notable
examples Deep Q-Networks (DQN) [6].

Inspired by PQL, we will extend the DQN algorithm to cope
with multiple objectives. For each state-action pair, our algorithm,
denoted Pareto-DQN (PDQN), will output the corresponding Pareto
front, instead of the scalar Q-values that DQN would predict. We
will show preliminary results of our method on two different exper-
iments: one proof-of-concept, standard multi-objective benchmark,
and another one characterized by a high-dimensional state-space.

2 BACKGROUND

In order to explain PDQN, we will first elaborate the DQN and PQL
algorithms.

2.1 Reinforcement Learning

Reinforcement learning (RL) [14] is a machine learning technique
that allows an agent to learn by trial-and-error while interacting
with an environment, given some numerical feedback known as a
reward signal. The environment is modelled as a Markov decision
process (MDP) M = (S, A, T,y,R) [11], where S, A are the state and
action spaces, T: S X A X S — [0, 1] is a probabilistic transition
function, y is a discount factor determining the importance of future
rewards and R: S X AX S — R is the immediate reward function.
The reinforcement learning agent needs to learn a policy 7, i.e. a
mapping between states and actions that maximizes the discounted
sum of received rewards, i.e., returns.

The Q-learning algorithm [22] iteratively approximates the ex-
pected returns using the following update-rule:

Q(s,a) = Q(s,a) + a(R(s, a,s") +y max Q(s", a")) 1)

For many real-world problems the state-space becomes too large
to keep track of all the Q-values. To alleviate this issue, the DQN



algorithm approximates those high-dimensional states by feeding
them to a neural network, which outputs Q-values for these approxi-
mations. The network is trained by performing gradient descent, us-
ing a Mean-Squared Error loss with R(s, a,s”) + y maxge4 O(s”, a’)
as target. However, the non-stationarity of the target Q-function
introduces instability in training.

DON tackles this problem by including a target network Q and an
experience-replay buffer. Executed transitions (s¢, as, 1+, St+1) are
collected by the experience-replay buffer D, which is then uniformly
sampled to generate training batches. Additionally, Q is used to
estimate the target Q-values, resulting in the following update-rule:

L) = E(s, a,r,s’)~U(D) [(r+y g}g—fx Q(s/’ a,) = Q(s, a))Z] 2

Where 0 are the parameters of the Q-network. Finally, the weights
of the Q-network are periodically copied to the target network.

2.2 Multi-objective Reinforcement Learning

In single-objective RL algorithms, the agent is given a scalar reward
for each performed action. Instead, Multi-objective RL (MORL)
possesses a vectorial reward function R: SXAX S — R4, where
d is the number of objectives. Thus, the expected return is also in
vectorial form, which means we cannot straightforwardly apply the
classic Q-update rule, as the maximum of a set of vectors is unclear,
e.g., two distinct non-dominated returns might have a different
priority depending on the user.

As such, Roijers et al. [12] define two main approaches towards
MORL algorithms: the outer-loop and the inner-loop method. In the
outer-loop approach, a single-objective RL algorithm is repeatedly
applied on a different scalarization of the reward function. We then
keep track of all the discovered policies that lead to non-dominated
returns. As opposed to that, the inner-loop method modifies the
workings of a single-objective algorithm to use set-operations and
prune away dominated solutions.

This is the approach taken by PQL. For each state-action pair,
a set of non-dominated solutions is kept (initially empty), which
is updated using the non-dominated set of the next state over all
possible actions. More formally, the set of expected returns for a
state-action pair is defined as:

Qset(s,a) « R(s,a) ® yND,(s, a) (3)

where R is the average immediate reward, ND; is the set of non-
dominated future returns and @ is a vector-sum operation (R is thus
added to each element of ND;). As opposed to Q-learning, where a
scalar Q-value is updated using another scalar (max g c4 Q(s’, a’)),
PQL updates a set of Q-vectors with another set. However, it is
unclear which element of Qg (s, a) to update with which element
ins’. To cope with this lack of correspondence between the elements
of different Qs¢;’s, we keep track of both Rand ND; separately (for
more details, we refer to the work of Van Moffaert and Nowé [19]).
Qset(s, a) can then be reconstructed at any time, using equation 3.
As ND; represents the future returns, it is updated using the non-
dominated set of all the Qse;’s of the next state:

ND¢(s,a) & ND(UgeaQset(s’, a’)) (4)
Or, equivalently:

NDy(s,a) < ND(UgcaR(s’,a’) ® yND,(s',a’)) (5)
Where NDis a func_tion that removes all dominated vectors from
the set. Additionally, R is updated using:

R(s,a) — R(s, a) ©)
n(s, a)

Where n(s, a) returns the number of times a was performed in s.

The Q-update rule has thus been modified to cope with vectorial
rewards. However, the action-selection mechanism (typically e-
greedy) also depends on the Q-values. To apply such a mechanism
on PQL, an indicator-measure will be applied to assess the quality of
agiven Qse;. The hypervolume is one such an indicator: it computes
the total volume under all the points in Qs for a given reference
point. The greedy policy then chooses the action with the highest
hypervolume.

R(s,a) < R(s, a) +

3 METHOD

Similarly to classic Q-learning, the main issue with PQL lies in
the need to keep a set of non-dominated points for each possible
state-action pair. As this is an unrealistic assumption, we will use
a neural network to approximate the Pareto front. Moreover, an-
other approximator will be used to estimate the average immediate
reward. We will combine the additions proposed by DON to scale
towards high-dimensional state-spaces as well as the modifications
on the update-rule and action-selection mechanisms used in PQL
with a novel way estimate the Pareto front into a new algorithm:
Pareto-DQN.

3.1 Estimating the immediate reward

As we need to keep track of the immediate average reward R sep-
arately, we will approximate the function with a neural network.
Given a state and an action as inputs, it will output a vector r € Rd,
corresponding to the estimated reward. Contrary to Q-values, the
immediate reward is a stationary target. Therefore, we will thus
omit a separate target network and directly update the current
network with the perceived rewards. Due to the nature of backprop-
agation, the output for a given state-action pair will automatically
be the average reward after convergence.

3.2 Estimating the non-dominated set

Next to R, we will approximate ND;. Due to this set being of a
variable size, i.e., it contains a different number of non-dominated
returns depending on the state, we cannot simply use state-actions
as inputs and output a fixed number of points. Even if we bounded
the set to the p best points, the ordering of these points would
matter. Indeed, in order to appropriately update the network, each
output neuron needs to be compared with the same target-value
(provided the input is the same). A change of ordering would result
in a change of target and thus hinder training. However, keeping
track of this ordering is not a viable solution: each time a new
non-dominated point is discovered (and this is state-dependent), an
existing one should be removed, resulting in a change of ordering.

To cope with these issues, we use a network that not only takes
a state and action as input, but d — 1 additional values o1 ...04_1,
corresponding to all but the last objective. The output is then the



predicted value for the remaining objective o4. Combining o4 with
the inputs 01 ...04_; thus yields a single point for (s, a) in R,
Adding R(s, a) to that point (equation 3) results in a single point
on the Pareto front. Approximating the whole Pareto front is then
performed by sampling p points from R4~ predicting oy for each
sample using the ND;(s, a) predictor, and then appending those
predictions to their corresponding o; . ..04_1 point.

However, there are some implications resulting from this archi-
tecture. First of all, the Pareto front of some states might only span
over a subdomain of R4~!, This subdomain is, however, unknown,
meaning we will always sample from the whole R9~! domain and
make predictions for points that cannot possibly exist on the Pareto
front. This limitation is overcome by training our predictor to out-
put values worse than the smallest possible reward for these points
(see figure 1a). Moreover, we observed that only updating the net-
work with newly discovered non-dominated points lead to unstable
behavior, as these updates would affect the predictions for other
points. As a result, the entire Pareto front is always updated, by
using the predictions of those other points as their own targets, to
enforce them to remain unchanged.

Nevertheless, there are two cases where points need to be artifi-
cially added to cover the whole R%~! domain. First, when reaching
a terminal state, the Pareto front only consists of the received (ter-
minal) reward. Second, after applying equation 3, the range covered
by ND; got shifted by R. In both cases, points are sampled from the
uncovered parts of the R~ domain. For each point, the chosen
target value will be a value worse than the least possible reward
for objective d (e.g. the value of the reference point in dimension
d) if the point is non-dominated. On the contrary, if the sample is
dominated by a point, the target value will be that point’s value (see
figures 1b-1c). This ensures our Pareto front remains unchanged,
while still sampling from the whole domain.

3.3 Evaluation policy

During training, the actions the agent takes depend on the Pareto
front’s hypervolume. In contrast, once the Pareto front is known,
the user will select his preferred point, and expect the agent to reach
it. PQL does this by following that point during the episode. At each
timestep, we compute, for every possible action, the corresponding
Qser- One of the sets contains the target point (computed using R
and a point of ND;). The agent then takes the matching action, and
replaces the target value with the appropriate point from ND;. This
is performed until termination, at which point the target has been
reached (and is equal to the discounted sum of all the computed R
vectors).

4 EXPERIMENTS

We empirically evaluate our algorithm on two different environ-
ments. The first one, Deep Sea Treasure [15], is a well-known MORL
benchmark that serves as a proof-of-concept for our method, as no
deep-RL approach is needed. In the second environment, we create a
traffic-intersection simulator, using the Simulation of Urban MObil-
ity (SUMO) simulator [4]. This environment has a high-dimensional
state-space, and cannot be solved using the original PQL algorithm.

Algorithm 1: PDQN

initialize replay-memory D

initialize reward estimator R

initialize non-dominated estimator ND;

initialize target non-dominated estimator ND; = ND;

for episode = 1 to M do

while not terminal do

sample points p from R4-1

Qset(s, ., p) « R(s,.) ® YNDy(s,.,p)

hv « hypervolume(Qse (s, -, p))

a «— ¢ — greedy(hv)

execute a in environment, observe state s’, reward r,
terminal ¢

add transition (s,a,r,s’,t) to D

sample minibatch (s;, a;, ri, s}, t;) from D

sample points p; from R4~

_ ND(Ua’eAQset(sg» a’,pi)) ifnott;

- ri otherwise

update ND; by performing gradient descent step on
(yi — Qser(si, ai, pi))°

update R by performing gradient descent step on
(ri = R(si, ai))?*

every C steps copy ND; to ND;

Yi

end

end

4.1 Deep Sea Treasure

In Deep Sea Treasure, the agent is a submarine looking for hidden
treasures at the bottom of the ocean (see figure 2). On one hand,
the agent seeks the highest possible treasure (objective 0). On the
other hand, its fuel consumption is a concern: minimizing it is the
second objective. The agent can perform one of four actions at each
step (going up, down, left or right), each action giving —1 fuel. The
episode stops when a treasure is reached. The optimal Pareto front
is a known, concave function. The concave property means that
some points will not be reachable using any linear scalarization of
the reward function.

The state-space is of size 110, and is represented as a one-hot
encoding of the agent’s coordinates. Similarly, the performed action
is represented as a one-hot vector of size 4. Both the non-dominated
and the reward estimators have the same network architecture:

FCy(110 + 1,111/2) —> FC(55 + 4, 55) —> FC(55, 0)

/

FCa(4,4)

Where FCs is a fully connected layer that takes the state con-
catenated with a value for objective 0 as input, and FC, a fully
connected layer with as input an action. The output o is of size 2 for
the reward estimator, and 1 for the non-dominated point estimator.
Both are optimized using Adam [3], with a learning rate of 1073
and 10~ respectively. We keep y = 1 (no discount) and a batch size
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(a) A Pareto front (in black) that only ranges
over a subspace of the objective 0 domain. By
incorporating domain knowledge about the
objective-space (e.g., only positive rewards
for objective 1, in red), we can train the esti-
mator to output values outside this space (in
blue), and discard them during evaluation.

Objective 0

(b) Sampling strategy when the Pareto front
corresponds to the final terminal reward (in
black). The newly added points (in blue) dom-
inated by (5, 5) in objective 0 receive a value of
5 for objective 1, while the ones dominating it
receive a value of 0 (the reference point). The
hypervolume (in gray) remains unchanged.
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(c) Sampling strategy of the Pareto front (in
black) after shifting due to reward (4, 1) (in
red). This causes parts of the objective 0 do-
main to be uncovered. Samples are added (in
blue) in a similar fashion as figure 1b.

Figure 1: The Sampling strategies used to train the non-dominated set estimator.

Figure 2: The Deep Sea Treasure environment. The agent
starts on the top-left corner and tries to reach any of the
treasures. Farther treasures are worth more.

of 32. The output of ND; is normalized by dividing R with (124, 19)
in order to improve stability. The reference point used to compute
the hypervolume was chosen as (-1, —2), to ensure that it will be
below any normalized output of ND;. Finally, we train the agent
for 5 x 10* episodes.

4.1.1 Results. Figure 3 shows the estimated Pareto front (red)
compared to the true one (blue) in the start-state. It was computed
by keeping the non-dominated point of Qse(so, -, p), with p sam-
pled using the same strategy as during training. First of all, we can
observe that the network was able to approximate the general trend
of the compromises imposed by the environment. Moreover, only
5000 episodes are needed to reach an estimated hypervolume of
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—m— PDOQN Pareto front
_5 - |
o)
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—15 1 |
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Figure 3: The true Pareto front (in blue) in the start-state
compared with the estimated one (in red). The estimate is
computed as the non-dominated set of Qs (5o, .).

3.11 (not shown), at which point the it oscillates around this value
(the true hypervolume being 3.22).

While PQL is able to find the optimal Pareto front, it does so by
keeping track of the future returns, for every possible state-action
pair. In contrast, PDQN provides an informative approximation,
even though most of the points used for training where never
actually reached, since they were sampled over the whole treasure-
objective range [0, 124].

4.2 Traffic environment

In order to evaluate PDQN in a more complex state-space, we
created a traffic intersection using the SUMO library (see figure 4).



Figure 4: A visualization of the Traffic environment.

The car flow at the intersection is controlled by traffic lights, which
will be our agent. We devise 2 objectives. First, one should maximize
the traffic flow. Every car that leaves the intersection provides
a positive reward of 1. Secondly, we want to minimize the car’s
waiting time. At every time step, every car that has yet to pass the
intersection increments its waiting time. We provide the longest
waiting time as a negative reward to the agent. These objectives
might seem aligned but, as one road has two lanes while the other
only possesses one, the optimal policy to maximize traffic flow is to
simply always keep the lights green for the larger road. However,
if one focuses on the waiting time, one should regularly switch the
lights. The episode length is fixed at 200 steps.

The agent can execute two actions: turn the lights green (switch-
ing the other to red) for either of the two roads. When a light
switches, there is a delay of 3 time-steps during which the light
turns yellow, allowing the cars to safely brake. Each car has a posi-
tion (x, y), a driving speed and a current waiting time. We simplify
the state by tiling the 2-dimensional space and putting the waiting
time of each car in the appropriate slot, depending on its position.
The tiling is sufficiently fine-grained as to guarantee that no two
cars can fill the same slot. We use the four corner-slots to indicate
the appropriate traffic-light’s color (0, 1, 2 for red, yellow, green re-
spectively). The image is partitioned in 20 X 18 tiles and, to alleviate
the missing speed information, a history of 4 frames is kept.

Similarly as with the the previous experiments, the reward and
non-dominated estimators share the same architecture:

_40 -

—-100

Waiting time

—120

—e— Baseline Pareto front

—140 |- | —m— PDOQN Pareto front N

\ \ \ \ \
0 100 200 300 400

Traffic flow

Figure 5: The Pareto front found by PDQN (in red), compared
to baseline static policies, that switch the light at fixed inter-
vals (in blue).

Conv2D;(16, [2 % 2], [2 X 2])

|

Conv2D(32,[2 x 2],[1 X 1])

|

FCq(4,4
a(d.4) FC(2304 + 1, 2305/2)

T~

FC(1152 + 4,1152)

|

FC(1152, 0)

Where Conv2Dj is a convolutional layers with a concatenation of
the state and objective 0 as input, 16 filters of size 2X2 and stride 2Xx2.
Again, we optimize the networks with Adam, using learning rates
1074, 107 for respectively the reward, non-dominated estimator.
The output of ND; is normalized by dividing R with (400, 120), and
the reference point used is (-2, —2).

4.2.1 Results and Future work. Due to the complexity of the
environment, we were unable to calculate the optimal Pareto front.
A baseline was created by executing policies that switch the lights
at fixed, regular intervals. The length of these intervals ranges from
3 to 150 steps, with an increase of 5 steps per interval. Only the
policies producing non-dominated returns are kept. Figure 5 depicts
these baseline policies (in blue) compared with the estimated Pareto
front produced by PDON (in red).

First of all, we observe that, regardless of the chosen policy,
there will always be a minimum amount of cars passing through
the lights. The baseline performs better than expected in that regard,
as we observed episodes with a traffic flow inferior to 100 during



training. This occurs when The light is red most of the time for
the horizontal, larger road. The opposite also applies: the flow and
waiting time can be greatly improved by keeping the light green
most of the time for the horizontal road, and periodically switch
them to allow for the waiting cars on the vertical road to leave.

Although both these factors would account for more flat Pareto
front than the actual baseline, the estimate produced by PDQN
outputs the same waiting-time value, regardless of the chosen traffic
flow. The only exception is the leftmost sample (no traffic flow),
which we devise is due to the lack of any observed return in that
region, even using the worst possible policy.

Still, the network is able to converge towards a plausible waiting
time, even though it is the same regardless of the chosen traffic
flow. As such, we do believe that those preliminary results can
be improved upon, and that PDQN can be used in complex envi-
ronments. First of all, we will investigate the effect of different
sampling strategies: densely sampling the R4-1 space might lead to
a more fine-grained solution. Secondly, as for this environment, the
total return is composed of the sum of regular, small rewards (as
opposed to Deep-Sea-Treasure, that provides a one-time treasure
reward), we will incorporate more domain knowledge of the reward
function in our approximators. Finally, we will investigate if some
of the many improvements made on DQN, such as Double-DQN
[17], can be applied in our setting.

5 CONCLUSION

We extended DQN to cope with multi-objective sequential decision
problems, and were able to successfully apply it on a proof-of-
concept benchmark. Our algorithm, PDQN, was able to approximate
the Pareto front, using a novel network architecture and sampling
strategy. This is also, to the best of our knowledge, the first time
that an inner-loop method was devised for a Deep Reinforcement
Learning setting. However, when applied on a high-dimensional
traffic environment, PDQN fails to provide a believable estimate.
Still, due to the convergence of the network, and the plausible
waiting time, we do believe that the results can be further improved,
and that PDQN can potentially be applied on high-dimensional
state-space problems.
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